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\textbf{Abstract} — As the Internet grows in scale almost every year, security measures are expected to become all the more important on the Internet. A Time-stamping authority (TSA) is a trusted authority which provides a proof that a datum existed before a particular time. In this research, we implemented a RFC-3161 compliant time-stamping service over the Internet. The TSA server software was implemented on Linux platform using C language while the TSA client software was implemented on Windows platform using C++ Builder tool. Our TSA server is also equipped with an USB reader and an off-the-shelf smart card to store and retrieve private key of the TSA.
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1\ Introduction

A time-stamping authority (TSA) \cite{1, 2, 3, 4} is a usually operated as trusted third party which provides a proof that a datum existed before a particular time. The time-stamping service (TTS) become a part of public-key infrastructures (PKI) \cite{5, 6} and is a crucial part of many secure network applications such as Kerberos, online stock trading, etc.

As documents or hash values of documents are send to TSA for time-stamping, the TSA server will response with a time-stamping token in order to indicate that the (hashed) datum existed at a particular point in time. There are many situations where we need to certify the date and time that some data was created or modified \cite{7}. The TSA will link time-stamping token in a tamper-evident chain and it is computationally impossible for anyone to insert a document previously unseen in the middle of the chain \cite{8, 9}.

IC cards \cite{10} are much more difficult to duplicate than magnetic strip cards and cryptographic functions can be implemented inside these cards. With substantial cost reductions and the ability to handle multiple applications on a single card, the IC cards are about to enter a period of the rapid growth.

In this paper, we present our effort in the design and implementation of CA/PKI on the PC Windows environment. Borland C++Builder 6 \cite{11} is used as a software tool to develop Internet-based TTS client. The open source software provided by the OpenSSL project \cite{12, 13} is used as a middleware to build a TTS server on the Linux environment. To safeguard private key, our TSA server is equipped with an off-the-shelf IC card with USB reader from Omnikey \cite{14} and TTS response certificates are signed by private key stored on IC cards. The communication protocol between TTS clients and TTS server is followed IETF RFC3161 standard \cite{15}.

2\ Implementation of TSA Server

OpenSSL \cite{15, 16} is an open-source implementation of SSL/TLS protocols for Linux and Windows platforms. It also contains basic cryptography functions, such as message encryption and digital signature. We installed and set up OpenSSL software on a Linux machine with extra C codes to provide RFC3161-compatible
time-stamping format so that they will act as TSA. Figure 1 shows system diagram of our time-stamping service (TTS) over the Internet.

The operation of a TSA will be required to have accurate time source. Our TSA is equipped with a PCI-interface Time Processor from TrueTime, Inc. (acquired by Symmetricom Inc. in 2002) [16].

TSA CA fundamentally performs the generation of time-stamping certificates that are digitally signed by the TSA's private key. At present, we use an IC card with the Infineon SLE 4418 [17] memory chip to store TSA's private key. This IC card chip contains 1024 bytes of EEPROM memory and its contents are protected by 4 hexadecimal digits, the programmable security code (PSC). The USB IC reader with Linux driver is the Omnikey's CardMan reader [18].

3 Implementation of TSA Client

We developed a TTS client software on Windows platforms which interfaces with TTS server through HTTP protocol over the Internet. The client software, developed using C++Builder version 6.0 [11] tool from Borland Software Corp. C++Builder is an object-oriented, visual programming environment, it provides tools to develop, test, debug, and deploy applications, including a large library of reusable components, a suite of design tools, application and form templates, and programming wizards.

A TTS client allows creating a time-stamping request by selecting a file and choosing a message-digest algorithm (such as MD5 or SHA-1), then sends the time-stamping request to the TSA. Basic operation of TTS client is illustrated in Figure 3.

Upon receiving time-stamping response from the TTS server, our TTS client software could parse and display the response in a meaningful manner. The TTS client software could also save time-stamping response and verify it against presentation of the original (hashed) datum on which the time-stamping request had been sent to TTA. Figure 4 displays the client software during verifying.
PKIs will become more and more prevalent in the near future while time-stamping service (TTS) is a part of PKI. A secure, certifiable, and auditable TTS solution will be useful in e-government and e-commerce applications. In this paper, we have described our preliminary results on implementing RFC3161-compatible TTS client and server software.
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